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Stability Model (SSM) [1], which generates architectures 

capable of evolving through time without the concern of 

potential collapses. These evolving architectures are 

referred as Timeless architectures. Timeless architectures 

are well-designed architectures, whose structures remain 

constant, and are able to evolve proportionally with the 

appearance of new requirements over time for a long 

time [2]. In other words, they are flexible enough to scale 

the scope of their elements, methods, etc. when handling 

more demanding requirements. For instance, gluing 

together two or more architectures that were used 

separately to perform one or more common tasks 

(Horizontal Scalability), or adding new functionalities to 

architecture's structure to address more users needs 

(Vertical Scalability). These benefits will turn the 

architecture not only into a more stable and reusable 

architecture, but also into a more scalable one. Timeless 

and scalable architectures must survive with minimum 

changes over time as much as possible, and evolve 

accordingly to new requirements and business goals in a 

flexible and elastic manner. Featuring this kind of 

architectures will be discussed more in the upcoming 

columns.

Scalable Architectures with Traditional Design 

Approaches

At its essence, a traditional approach is incapable of 

providing all the solutions for developing Timeless and 

Scalable architectures. A major difficulty of this approach 

lies in the factors, such as uncertainty or lack of knowledge 

on which steps or guidelines to use, in order to obtain a 

good modularization of the Architecture. For instance, 

when dealing with Vertical Scalability is not clear what 

elements or layers to keep and what to drop to reach an 

efficient result [3]. From the Horizontal Scalability 

perspective, traditional model approach does not 

facilitate a specific idea on which points a particular 

architecture would be bound with/unbound from other 

external and heterogeneous architectures. In this way, the 
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INTRODUCTION

The previous column in this series on scalability, discussed 

the current state of Scalability in Software Architecture. It 

discussed the problems with the way software is 

architected today and introduced a new way of looking 

at scalability, i.e. from the view of the Software Stability 

Model [1]. Here, the authors take a look at how the current 

approach to architecting software is not the best way to 

ensure scalability from architecture and requirements 

engineering perspective. The current approaches to the 

software architecture introduce way to many 

dependencies into the system (e.g. tight coupling and 

high cohesion, no proper identification of layers of 

functionalities or lack of adequate modularization), such 

that managing requirements over time becomes a big 

hassle and a tedious task, when it comes to 

adding/removing functionality.

Regardless of effectiveness, there are cases where 

Scalability may be implemented using a conventional 

approach, as described in the previous column. 

However, these cases may not provide the most suitable 

implementation for scalability. Therefore, the resulted 

architecture would be struggling in reaching a high level 

of consistency, becoming a perfect facilitator of a series 

of drawbacks through time. Such pitfalls encourage the 

utilization of an innovative approach, the Software 
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well-designed reference architectures with enough 

flexibility capable to integrate new functional pieces 

without much effort can be considered as suitable 

candidates to achieve horizontal stability. These factors 

will incapacitate the ideal architecture not only on its 

deployment but also in its capacity to adapt to multiple 

environments (Constrained and Unconstrained). 

Additionally, these factors will turn the resulted 

architecture into an excellent host for serious 

contamination problems when scaling it vertically and/or 

horizontally. Since this occurrence becomes more 

prominent through the entire architecture, the harmful 

result of the corresponding ripple effects [4] would get 

magnified. To see how the ripple effects are propagated 

throughout the entire architecture, refer to Figure 1.

There are further difficulties experienced when using a 

traditional approach. They are listed using a detailed 

“Cause and Effect” table. The purpose of this table is to 

detail the effects of the usage of a conventional 

approach over the implementation and deployment of 

Timeless and Scalable Architectures. The authors would 

concentrate not only in the characteristics of this 

approach, and how it deals with Scalability, but also in 

showing the effects in implementation process and in the 

resulted architecture itself. Described below are the 

various problems that exist with the current approaches to 

designing a software architecture, following traditional 

approaches to software development, along with their 

effects on horizontal and vertical scalability with respect 

to the software's architecture.

Problems/Causes and Effects of using Traditional 

Approaches to develop Timeless & Scalable 

Architectures

Cause 1. Unavailability of well defined guidelines to factor 

scalabil ity into any software architecture and 

unsystematic processes.

Effects:

Vertical Scalability:

High impact on implementation, impossible test cases 

and a high chance of stability and scalability problems to 

occur with respect to the architecture may lead to 

·

architecture collapse.

Horizontal Scalability:

Same as the impacts on Vertical Scalability; High impact 

on implementation, impossible test cases and a High 

chance of stability and scalability problems to occur with 

respect to architecture, includes a high chance of 

architecture collapse.

Rationale of Effects: The lack of adequate guidelines to 

achieve a concrete level of stability in any architecture 

may block the architecting process and the assumptions 

made and lead to a proper design. Hence, bad design 

decisions may cause an unstable design.

Cause 2. Unclear Direction of Scalability and Ad-Hoc 

Processes.

Effects:

Vertical Scalability:

High impact on implementation, Low Cohesion and an 

Unstable Structure and a High chance of stability and 

scalability problems to occur with respect to architecture, 

includes a high chance of embedded containment.

Horizontal Scalability:

High impact on implementation, Low Cohesion and an 

Unstable Structure and a High chance of stability and 

scalability problems to occur with respect to architecture, 

includes a high chance of embedded containment.

Rationale of Effects: Wrong or inadequate design 

decisions to achieve a more scalable design may 

damage the structure of the architecture, to provoke 

mismatches and inconsistency problems.

Cause 3. No clear way of 'Layer' Identification.

Effects:

Vertical Scalability:

High impact on implementation, not cost / time effective 

and a High chance of stability and scalability problems to 

occur with respect to architecture, including a high 

chance of ripple effects.

Horizontal Scalability:

High impact on implementation, not cost / time effective 

and a High chance of stability and scalability problems to 

·

·

·

·

·
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occur with respect to architecture, including a high 

chance of ripple effects.

Rationale of Effects: A bad identification of the layers that 

would be added or removed in the architecture may 

boost the ripple effects in the design of bad decisions.

Cause 4. Shortage of Layer Boundaries.

Effects:

Vertical Scalability:

High impact on implementation and a Medium-High 

effort required during implementation, with medium-high 

degree of difficulties associated with scaling up. Unclear 

borders between layers make more difficult to assign 

architectural modules to a given layer.

Horizontal Scalability

n/a

Rationale of Effects: The difficulty to clearly identify the 

boundaries of architecture layers and assign each 

architectural component to the right layer leads to 

unclear borders, where the architect has difficulties when 

assigning functionality to a given layer.

Cause 5. Undefined Connection/Interfacing points 

between Layers.

Effects:

Vertical Scalability:

High impact on implementation and a High effort 

required during implementation, with high degree of 

difficulties in scaling down.

Horizontal Scalability:

n/a

Rationale of Effects: Wrong definition of architectural 

interfaces makes the design less scalable and 

complicates the programming issues.

Cause 6. Problems in Scaling out, as again no clear 

architectural interfaces defined.

Effects:

Vertical Scalability:

n/a

Horizontal Scalability:

High impact on implementation and a Medium-High 

·

·

·

·

·

·

effort required during implementation, with medium-high 

degree of difficulties in scaling out.

Cause 7. Problems in Scaling in, as no proper guidelines 

are there to reduce or remove any architecture from the 

existing system.

Effects:

Vertical Scalability:

n/a

Horizontal Scalability:

High impact on implementation and a High effort 

required during implementation, with high degree of 

difficulties in scaling in.

In order to come up with a formal way of evaluating and 

considering scalability requirements for any software, 

attempts have been made in the past [5]. These methods 

involve frameworks that let you evaluate the scalability 

requirements, decide the various conflicts and priorities 

and help in coming up with the necessary set of 

guidelines to incorporate the required scalability into the 

system. However, it should be noted that, these 

approaches are still approaching the issue of scalability 

at the deployment and configuration level than doing so 

when coming up with the core architecture. Also, the term 

architecture as taken by these approaches [5] refer more 

to the way the various component s of the software system 

are deployed and configured than anything else. While 

these approaches might be helpful and would surely 

come into play when a system has to be actually 

deployed, they do not address the concern of scalability 

in a holistic way and so scaling with the changing 

functional requirements is just not possible if those 

approaches are to be followed in an isolated way.

The consequences of traditional approaches to software 

architecture and how they affect scalability can be seen 

in a simplified way using Figures 1 and 2.

These illustrations describe in a very simple way the ripple 

effects experienced by the developed architecture using 

the Traditional approach. Adopting this approach will 

require a constant involvement from developers trying to 

safeguard the archi tecture f rom col laps ing. 

Unfortunately, these traditional approaches do not 

·

·
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provide any help to the latter case. They do not offer the 

right tools or processes to accomplish Scalability when 

addressing large changes in problem size [3]. 

Additionally, due to its lack of flexibility, traditional 

approaches are unable to handle the diversity of 

employed methods encountered within Scalability's 

implementation when incurring in different problem 

domains [3].

These fallouts strongly enforce the necessity of an 

approach which can provides good mechanisms for 

implementing a Timeless & Scalable Architecture, such as 

partitioning, composition, and visibility control [3]. In the 

searching of accomplishing such mechanisms, some 

essential questions should be answered: How are we 

going to design a stable architecture, in such way, that the 

increasing loads or demands will be manageable over 

time? How can we assure that the software system will 

operate at the same capacity in a more constrained 

environment? What are the elements or blocks necessary 

to reach a grade of stability in our architecture design? 

How do we ensure the necessary (high – as high as 

possible) degree of modularization to achieve effective 

scalability in all directions?

SSM is an answer to this problem. Concepts such as EBTs 

and BOs [1, 2], when used in architecting software, help in 

goal realization in the sense that we have a clear 

distinction between the sets of functionality. The concept 

of Knowledge Maps, working in conjunction with the SSM 
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Figure 1. Vertical Scalability Ripple Effects

(a) Upward

(b) Downward

(a) Extensibility

Figure 2. Ripple Effects of Horizontal
Scalability in Traditional Systems

(b) Reduction
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concepts, provides the necessary modularity that helps 

us in realizing a truly scalable system [6]; scalable with the 

changing functional and non-functional requirements of 

the system.

Conclusion

The traditional approaches to scalability in software do 

not address the essential need to provision this ability in 

the very core, the architecture of the software. There have 

been multiple attempts in which, formal ways of 

approaching and evaluating software scalability have 

been proposed [5] but these approaches miss out the 

fact that the issue of scalability is to be addressed at the 

architecture of the software and not only at the 

deployment of it. Requirements change over time and so 

the architecture should be able to evolve with those 

changes without causing contamination and faults. The 

objective of this column is to provide an answer for those 

essential questions. The proposed solution is based on the 

idea that if a software architecture is designed properly, 

reaching certain grade of stability, it can be then scaled 

according to future requirements without the danger of 

collapsing or redesigning the entire architecture from 

scratch. Therefore, knowing if this architecture reaches a 

desired stability level is a major question software 

architects may raise. Software stability concepts and 

approaches [1, 3, 6, 7] would be introduced as the main 

facilitator for this goal implementation.
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